Array implementation of stack

1. #include <stdio.h>
2. int stack[100],i,j,choice=0,n,top=-1;
3. void push();
4. void pop();
5. void show();
6. void main ()
7. {
9. printf("Enter the number of elements in the stack ");
10. scanf("%d",&n);
11. printf("\*\*\*\*\*\*\*\*\*Stack operations using array\*\*\*\*\*\*\*\*\*");
13. printf("\n----------------------------------------------\n");
14. while(choice != 4)
15. {
16. printf("Chose one from the below options...\n");
17. printf("\n1.Push\n2.Pop\n3.Show\n4.Exit");
18. printf("\n Enter your choice \n");
19. scanf("%d",&choice);
20. switch(choice)
21. {
22. case 1:
23. {
24. push();
25. break;
26. }
27. case 2:
28. {
29. pop();
30. break;
31. }
32. case 3:
33. {
34. show();
35. break;
36. }
37. case 4:
38. {
39. printf("Exiting....");
40. break;
41. }
42. default:
43. {
44. printf("Please Enter valid choice ");
45. }
46. };
47. }
48. }
50. void push ()
51. {
52. int val;
53. if (top == n )
54. printf("\n Overflow");
55. else
56. {
57. printf("Enter the value?");
58. scanf("%d",&val);
59. top = top +1;
60. stack[top] = val;
61. }
62. }
64. void pop ()
65. {
66. if(top == -1)
67. printf("Underflow");
68. else
69. top = top -1;
70. }
71. void show()
72. {
73. for (i=top;i>=0;i--)
74. {
75. printf("%d\n",stack[i]);
76. }
77. if(top == -1)
78. {
79. printf("Stack is empty");
80. }
81. }

**Java Program**

1. import java.util.Scanner;
2. class Stack
3. {
4. int top;
5. int maxsize = 10;
6. int[] arr = new int[maxsize];

9. boolean isEmpty()
10. {
11. return (top < 0);
12. }
13. Stack()
14. {
15. top = -1;
16. }
17. boolean push (Scanner sc)
18. {
19. if(top == maxsize-1)
20. {
21. System.out.println("Overflow !!");
22. return false;
23. }
24. else
25. {
26. System.out.println("Enter Value");
27. int val = sc.nextInt();
28. top++;
29. arr[top]=val;
30. System.out.println("Item pushed");
31. return true;
32. }
33. }
34. boolean pop ()
35. {
36. if (top == -1)
37. {
38. System.out.println("Underflow !!");
39. return false;
40. }
41. else
42. {
43. top --;
44. System.out.println("Item popped");
45. return true;
46. }
47. }
48. void display ()
49. {
50. System.out.println("Printing stack elements .....");
51. for(int i = top; i>=0;i--)
52. {
53. System.out.println(arr[i]);
54. }
55. }
56. }
57. public class Stack\_Operations {
58. public static void main(String[] args) {
59. int choice=0;
60. Scanner sc = new Scanner(System.in);
61. Stack s = new Stack();
62. System.out.println("\*\*\*\*\*\*\*\*\*Stack operations using array\*\*\*\*\*\*\*\*\*\n");
63. System.out.println("\n------------------------------------------------\n");
64. while(choice != 4)
65. {
66. System.out.println("\nChose one from the below options...\n");
67. System.out.println("\n1.Push\n2.Pop\n3.Show\n4.Exit");
68. System.out.println("\n Enter your choice \n");
69. choice = sc.nextInt();
70. switch(choice)
71. {
72. case 1:
73. {
74. s.push(sc);
75. break;
76. }
77. case 2:
78. {
79. s.pop();
80. break;
81. }
82. case 3:
83. {
84. s.display();
85. break;
86. }
87. case 4:
88. {
89. System.out.println("Exiting....");
90. System.exit(0);
91. break;
92. }
93. default:
94. {
95. System.out.println("Please Enter valid choice ");
96. }
97. };
98. }
99. }
100. }

Linked List implementation of stack:

1. #include <stdio.h>
2. #include <stdlib.h>
3. void push();
4. void pop();
5. void display();
6. struct node
7. {
8. int val;
9. struct node \*next;
10. };
11. struct node \*head;
13. void main ()
14. {
15. int choice=0;
16. printf("\n\*\*\*\*\*\*\*\*\*Stack operations using linked list\*\*\*\*\*\*\*\*\*\n");
17. printf("\n----------------------------------------------\n");
18. while(choice != 4)
19. {
20. printf("\n\nChose one from the below options...\n");
21. printf("\n1.Push\n2.Pop\n3.Show\n4.Exit");
22. printf("\n Enter your choice \n");
23. scanf("%d",&choice);
24. switch(choice)
25. {
26. case 1:
27. {
28. push();
29. break;
30. }
31. case 2:
32. {
33. pop();
34. break;
35. }
36. case 3:
37. {
38. display();
39. break;
40. }
41. case 4:
42. {
43. printf("Exiting....");
44. break;
45. }
46. default:
47. {
48. printf("Please Enter valid choice ");
49. }
50. };
51. }
52. }
53. void push ()
54. {
55. int val;
56. struct node \*ptr = (struct node\*)malloc(sizeof(struct node));
57. if(ptr == NULL)
58. {
59. printf("not able to push the element");
60. }
61. else
62. {
63. printf("Enter the value");
64. scanf("%d",&val);
65. if(head==NULL)
66. {
67. ptr->val = val;
68. ptr -> next = NULL;
69. head=ptr;
70. }
71. else
72. {
73. ptr->val = val;
74. ptr->next = head;
75. head=ptr;
77. }
78. printf("Item pushed");
80. }
81. }
83. void pop()
84. {
85. int item;
86. struct node \*ptr;
87. if (head == NULL)
88. {
89. printf("Underflow");
90. }
91. else
92. {
93. item = head->val;
94. ptr = head;
95. head = head->next;
96. free(ptr);
97. printf("Item popped");
99. }
100. }
101. void display()
102. {
103. int i;
104. struct node \*ptr;
105. ptr=head;
106. if(ptr == NULL)
107. {
108. printf("Stack is empty\n");
109. }
110. else
111. {
112. printf("Printing Stack elements \n");
113. while(ptr!=NULL)
114. {
115. printf("%d\n",ptr->val);
116. ptr = ptr->next;
117. }
118. }
119. }

Queue:

Array representation of Queue:

1. #include<stdio.h>
2. #include<stdlib.h>
3. #define maxsize 5
4. void insert();
5. void delete();
6. void display();
7. int front = -1, rear = -1;
8. int queue[maxsize];
9. void main ()
10. {
11. int choice;
12. while(choice != 4)
13. {
14. printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");
15. printf("\n=================================================================\n");
16. printf("\n1.insert an element\n2.Delete an element\n3.Display the queue\n4.Exit\n");
17. printf("\nEnter your choice ?");
18. scanf("%d",&choice);
19. switch(choice)
20. {
21. case 1:
22. insert();
23. break;
24. case 2:
25. delete();
26. break;
27. case 3:
28. display();
29. break;
30. case 4:
31. exit(0);
32. break;
33. default:
34. printf("\nEnter valid choice??\n");
35. }
36. }
37. }
38. void insert()
39. {
40. int item;
41. printf("\nEnter the element\n");
42. scanf("\n%d",&item);
43. if(rear == maxsize-1)
44. {
45. printf("\nOVERFLOW\n");
46. return;
47. }
48. if(front == -1 && rear == -1)
49. {
50. front = 0;
51. rear = 0;
52. }
53. else
54. {
55. rear = rear+1;
56. }
57. queue[rear] = item;
58. printf("\nValue inserted ");
60. }
61. void delete()
62. {
63. int item;
64. if (front == -1 || front > rear)
65. {
66. printf("\nUNDERFLOW\n");
67. return;
69. }
70. else
71. {
72. item = queue[front];
73. if(front == rear)
74. {
75. front = -1;
76. rear = -1 ;
77. }
78. else
79. {
80. front = front + 1;
81. }
82. printf("\nvalue deleted ");
83. }

86. }
88. void display()
89. {
90. int i;
91. if(rear == -1)
92. {
93. printf("\nEmpty queue\n");
94. }
95. else
96. {   printf("\nprinting values .....\n");
97. for(i=front;i<=rear;i++)
98. {
99. printf("\n%d\n",queue[i]);
100. }
101. }
102. }

**Output:**

\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*

==============================================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?1

Enter the element

123

Value inserted

\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*

==============================================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?1

Enter the element

90

Value inserted

\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*

===================================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?2

value deleted

\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*

==============================================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?3

printing values .....

90

\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*

==============================================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?4

Linked List implementation of Queue:

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. int data;
6. struct node \*next;
7. };
8. struct node \*front;
9. struct node \*rear;
10. void insert();
11. void delete();
12. void display();
13. void main ()
14. {
15. int choice;
16. while(choice != 4)
17. {
18. printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");
19. printf("\n=================================================================\n");
20. printf("\n1.insert an element\n2.Delete an element\n3.Display the queue\n4.Exit\n");
21. printf("\nEnter your choice ?");
22. scanf("%d",& choice);
23. switch(choice)
24. {
25. case 1:
26. insert();
27. break;
28. case 2:
29. delete();
30. break;
31. case 3:
32. display();
33. break;
34. case 4:
35. exit(0);
36. break;
37. default:
38. printf("\nEnter valid choice??\n");
39. }
40. }
41. }
42. void insert()
43. {
44. struct node \*ptr;
45. int item;
47. ptr = (struct node \*) malloc (sizeof(struct node));
48. if(ptr == NULL)
49. {
50. printf("\nOVERFLOW\n");
51. return;
52. }
53. else
54. {
55. printf("\nEnter value?\n");
56. scanf("%d",&item);
57. ptr -> data = item;
58. if(front == NULL)
59. {
60. front = ptr;
61. rear = ptr;
62. front -> next = NULL;
63. rear -> next = NULL;
64. }
65. else
66. {
67. rear -> next = ptr;
68. rear = ptr;
69. rear->next = NULL;
70. }
71. }
72. }
73. void delete ()
74. {
75. struct node \*ptr;
76. if(front == NULL)
77. {
78. printf("\nUNDERFLOW\n");
79. return;
80. }
81. else
82. {
83. ptr = front;
84. front = front -> next;
85. free(ptr);
86. }
87. }
88. void display()
89. {
90. struct node \*ptr;
91. ptr = front;
92. if(front == NULL)
93. {
94. printf("\nEmpty queue\n");
95. }
96. else
97. {   printf("\nprinting values .....\n");
98. while(ptr != NULL)
99. {
100. printf("\n%d\n",ptr -> data);
101. ptr = ptr -> next;
102. }
103. }
104. }

**Output:**

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?1

Enter value?

123

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?1

Enter value?

90

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?3

printing values .....

123

90

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?2

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?3

printing values .....

90

\*\*\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\*

==============================

1.insert an element

2.Delete an element

3.Display the queue

4.Exit

Enter your choice ?4

**Implementation of circular queue using Array**

1. #include <stdio.h>
3. # define max 6
4. int queue[max];  // array declaration
5. int front=-1;
6. int rear=-1;
7. // function to insert an element in a circular queue
8. void enqueue(int element)
9. {
10. if(front==-1 && rear==-1)   // condition to check queue is empty
11. {
12. front=0;
13. rear=0;
14. queue[rear]=element;
15. }
16. else if((rear+1)%max==front)  // condition to check queue is full
17. {
18. printf("Queue is overflow..");
19. }
20. else
21. {
22. rear=(rear+1)%max;       // rear is incremented
23. queue[rear]=element;     // assigning a value to the queue at the rear position.
24. }
25. }
27. // function to delete the element from the queue
28. int dequeue()
29. {
30. if((front==-1) && (rear==-1))  // condition to check queue is empty
31. {
32. printf("\nQueue is underflow..");
33. }
34. else if(front==rear)
35. {
36. printf("\nThe dequeued element is %d", queue[front]);
37. front=-1;
38. rear=-1;
39. }
40. else
41. {
42. printf("\nThe dequeued element is %d", queue[front]);
43. front=(front+1)%max;
44. }
45. }
46. // function to display the elements of a queue
47. void display()
48. {
49. int i=front;
50. if(front==-1 && rear==-1)
51. {
52. printf("\n Queue is empty..");
53. }
54. else
55. {
56. printf("\nElements in a Queue are :");
57. while(i<=rear)
58. {
59. printf("%d,", queue[i]);
60. i=(i+1)%max;
61. }
62. }
63. }
64. int main()
65. {
66. int choice=1,x;   // variables declaration
68. while(choice<4 && choice!=0)   // while loop
69. {
70. printf("\n Press 1: Insert an element");
71. printf("\nPress 2: Delete an element");
72. printf("\nPress 3: Display the element");
73. printf("\nEnter your choice");
74. scanf("%d", &choice);
76. switch(choice)
77. {
79. case 1:
81. printf("Enter the element which is to be inserted");
82. scanf("%d", &x);
83. enqueue(x);
84. break;
85. case 2:
86. dequeue();
87. break;
88. case 3:
89. display();
91. }}
92. return 0;
93. }

**Output:**
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### Implementation of circular queue using linked list

1. #include <stdio.h>
2. // Declaration of struct type node
3. struct node
4. {
5. int data;
6. struct node \*next;
7. };
8. struct node \*front=-1;
9. struct node \*rear=-1;
10. // function to insert the element in the Queue
11. void enqueue(int x)
12. {
13. struct node \*newnode;  // declaration of pointer of struct node type.
14. newnode=(struct node \*)malloc(sizeof(struct node));  // allocating the memory to the newnode
15. newnode->data=x;
16. newnode->next=0;
17. if(rear==-1)  // checking whether the Queue is empty or not.
18. {
19. front=rear=newnode;
20. rear->next=front;
21. }
22. else
23. {
24. rear->next=newnode;
25. rear=newnode;
26. rear->next=front;
27. }
28. }
30. // function to delete the element from the queue
31. void dequeue()
32. {
33. struct node \*temp;   // declaration of pointer of node type
34. temp=front;
35. if((front==-1)&&(rear==-1))  // checking whether the queue is empty or not
36. {
37. printf("\nQueue is empty");
38. }
39. else if(front==rear)  // checking whether the single element is left in the queue
40. {
41. front=rear=-1;
42. free(temp);
43. }
44. else
45. {
46. front=front->next;
47. rear->next=front;
48. free(temp);
49. }
50. }
52. // function to get the front of the queue
53. int peek()
54. {
55. if((front==-1) &&(rear==-1))
56. {
57. printf("\nQueue is empty");
58. }
59. else
60. {
61. printf("\nThe front element is %d", front->data);
62. }
63. }
65. // function to display all the elements of the queue
66. void display()
67. {
68. struct node \*temp;
69. temp=front;
70. printf("\n The elements in a Queue are : ");
71. if((front==-1) && (rear==-1))
72. {
73. printf("Queue is empty");
74. }
76. else
77. {
78. while(temp->next!=front)
79. {
80. printf("%d,", temp->data);
81. temp=temp->next;
82. }
83. printf("%d", temp->data);
84. }
85. }
87. void main()
88. {
89. enqueue(34);
90. enqueue(10);
91. enqueue(23);
92. display();
93. dequeue();
94. peek();
95. }

**Output:**

![Circular Queue](data:image/png;base64,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)

# Deque (or double-ended queue)

1. #include <stdio.h>
2. #define size 5
3. int deque[size];
4. int f = -1, r = -1;
5. //  insert\_front function will insert the value from the front
6. void insert\_front(int x)
7. {
8. if((f==0 && r==size-1) || (f==r+1))
9. {
10. printf("Overflow");
11. }
12. else if((f==-1) && (r==-1))
13. {
14. f=r=0;
15. deque[f]=x;
16. }
17. else if(f==0)
18. {
19. f=size-1;
20. deque[f]=x;
21. }
22. else
23. {
24. f=f-1;
25. deque[f]=x;
26. }
27. }
29. // insert\_rear function will insert the value from the rear
30. void insert\_rear(int x)
31. {
32. if((f==0 && r==size-1) || (f==r+1))
33. {
34. printf("Overflow");
35. }
36. else if((f==-1) && (r==-1))
37. {
38. r=0;
39. deque[r]=x;
40. }
41. else if(r==size-1)
42. {
43. r=0;
44. deque[r]=x;
45. }
46. else
47. {
48. r++;
49. deque[r]=x;
50. }
52. }
54. // display function prints all the value of deque.
55. void display()
56. {
57. int i=f;
58. printf("\nElements in a deque are: ");
60. while(i!=r)
61. {
62. printf("%d ",deque[i]);
63. i=(i+1)%size;
64. }
65. printf("%d",deque[r]);
66. }
68. // getfront function retrieves the first value of the deque.
69. void getfront()
70. {
71. if((f==-1) && (r==-1))
72. {
73. printf("Deque is empty");
74. }
75. else
76. {
77. printf("\nThe value of the element at front is: %d", deque[f]);
78. }
80. }
82. // getrear function retrieves the last value of the deque.
83. void getrear()
84. {
85. if((f==-1) && (r==-1))
86. {
87. printf("Deque is empty");
88. }
89. else
90. {
91. printf("\nThe value of the element at rear is %d", deque[r]);
92. }
94. }
96. // delete\_front() function deletes the element from the front
97. void delete\_front()
98. {
99. if((f==-1) && (r==-1))
100. {
101. printf("Deque is empty");
102. }
103. else if(f==r)
104. {
105. printf("\nThe deleted element is %d", deque[f]);
106. f=-1;
107. r=-1;
109. }
110. else if(f==(size-1))
111. {
112. printf("\nThe deleted element is %d", deque[f]);
113. f=0;
114. }
115. else
116. {
117. printf("\nThe deleted element is %d", deque[f]);
118. f=f+1;
119. }
120. }
122. // delete\_rear() function deletes the element from the rear
123. void delete\_rear()
124. {
125. if((f==-1) && (r==-1))
126. {
127. printf("Deque is empty");
128. }
129. else if(f==r)
130. {
131. printf("\nThe deleted element is %d", deque[r]);
132. f=-1;
133. r=-1;
135. }
136. else if(r==0)
137. {
138. printf("\nThe deleted element is %d", deque[r]);
139. r=size-1;
140. }
141. else
142. {
143. printf("\nThe deleted element is %d", deque[r]);
144. r=r-1;
145. }
146. }
148. int main()
149. {
150. insert\_front(20);
151. insert\_front(10);
152. insert\_rear(30);
153. insert\_rear(50);
154. insert\_rear(80);
155. display();  // Calling the display function to retrieve the values of deque
156. getfront();  // Retrieve the value at front-end
157. getrear();  // Retrieve the value at rear-end
158. delete\_front();
159. delete\_rear();
160. display(); // calling display function to retrieve values after deletion
161. return 0;
162. }

**Output:**

![Deque (or double-ended queue)](data:image/png;base64,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)

1. #include <stdio.h>
2. #define size 5
3. int deque[size];
4. int f = -1, r = -1;
5. //  insert\_front function will insert the value from the front
6. void insert\_front(int x)
7. {
8. if((f==0 && r==size-1) || (f==r+1))
9. {
10. printf("Overflow");
11. }
12. else if((f==-1) && (r==-1))
13. {
14. f=r=0;
15. deque[f]=x;
16. }
17. else if(f==0)
18. {
19. f=size-1;
20. deque[f]=x;
21. }
22. else
23. {
24. f=f-1;
25. deque[f]=x;
26. }
27. }
29. // insert\_rear function will insert the value from the rear
30. void insert\_rear(int x)
31. {
32. if((f==0 && r==size-1) || (f==r+1))
33. {
34. printf("Overflow");
35. }
36. else if((f==-1) && (r==-1))
37. {
38. r=0;
39. deque[r]=x;
40. }
41. else if(r==size-1)
42. {
43. r=0;
44. deque[r]=x;
45. }
46. else
47. {
48. r++;
49. deque[r]=x;
50. }
52. }
54. // display function prints all the value of deque.
55. void display()
56. {
57. int i=f;
58. printf("\nElements in a deque are: ");
60. while(i!=r)
61. {
62. printf("%d ",deque[i]);
63. i=(i+1)%size;
64. }
65. printf("%d",deque[r]);
66. }
68. // getfront function retrieves the first value of the deque.
69. void getfront()
70. {
71. if((f==-1) && (r==-1))
72. {
73. printf("Deque is empty");
74. }
75. else
76. {
77. printf("\nThe value of the element at front is: %d", deque[f]);
78. }
80. }
82. // getrear function retrieves the last value of the deque.
83. void getrear()
84. {
85. if((f==-1) && (r==-1))
86. {
87. printf("Deque is empty");
88. }
89. else
90. {
91. printf("\nThe value of the element at rear is %d", deque[r]);
92. }
94. }
96. // delete\_front() function deletes the element from the front
97. void delete\_front()
98. {
99. if((f==-1) && (r==-1))
100. {
101. printf("Deque is empty");
102. }
103. else if(f==r)
104. {
105. printf("\nThe deleted element is %d", deque[f]);
106. f=-1;
107. r=-1;
109. }
110. else if(f==(size-1))
111. {
112. printf("\nThe deleted element is %d", deque[f]);
113. f=0;
114. }
115. else
116. {
117. printf("\nThe deleted element is %d", deque[f]);
118. f=f+1;
119. }
120. }
122. // delete\_rear() function deletes the element from the rear
123. void delete\_rear()
124. {
125. if((f==-1) && (r==-1))
126. {
127. printf("Deque is empty");
128. }
129. else if(f==r)
130. {
131. printf("\nThe deleted element is %d", deque[r]);
132. f=-1;
133. r=-1;
135. }
136. else if(r==0)
137. {
138. printf("\nThe deleted element is %d", deque[r]);
139. r=size-1;
140. }
141. else
142. {
143. printf("\nThe deleted element is %d", deque[r]);
144. r=r-1;
145. }
146. }
148. int main()
149. {
150. insert\_front(20);
151. insert\_front(10);
152. insert\_rear(30);
153. insert\_rear(50);
154. insert\_rear(80);
155. display();  // Calling the display function to retrieve the values of deque
156. getfront();  // Retrieve the value at front-end
157. getrear();  // Retrieve the value at rear-end
158. delete\_front();
159. delete\_rear();
160. display(); // calling display function to retrieve values after deletion
161. return 0;
162. }

**Output:**

Linked List implenenta